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ABSTRACT

Visual graph query interfaces (VQI) widen the reach of graph query-
ing frameworks across a variety of end users by enabling non-
programmers to use them. Several industrial and academic frame-
works for querying graphs expose such visual interfaces. In this
tutorial, we survey recent developments in the emerging area of
data-driven visual query interface that is grounded on the principles
of human-computer interaction (HCI) and cognitive psychology to
enhance usability of graph querying frameworks. A data-driven
VQI has many benefits such as reducing the cost in constructing
and maintaining an interface, superior support for query formu-
lation, and increased portability of the interface. We discuss the
notion of making VQIs data-driven and compare it with its classical
manual counterpart, and review techniques for automatic construc-
tion and maintenance of these interfaces. In addition, the tutorial
suggests open problems and new research directions. In summary,
in this tutorial, we review and summarize the research thus far
into data-driven visual graph query interface management, giving
researchers a snapshot of the current state of the art in this topic,
and future research directions.

CCS CONCEPTS

• Information systems → Query languages for non-relational
engines.
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1 INTRODUCTION

“If the user can’t use it, it doesn’t work.”
Susan Dray
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Graphs are ubiquitous nowadays in many application domains
(e.g., biology, social sciences, chemistry, finance). The global graph
database market size is expected to grow from USD 1.9 billion in
2021 to USD 5.1 billion by 2026 [5]. However, according to a re-
cent Markets and Markets report [5], a potential bottleneck for this
growth is that “developers have to write their queries using Java as
there is no Standard Query Language (SQL) to retrieve data from
graph databases, which means employing expensive programmers or
developers have to use SPARQL or one of the other query languages
that have been developed to support graph databases, however, it
would mean learning a new skill. This results in the lack of standard-
ization and programming ease for graph database systems.”. This
is also echoed by a recent survey [41] which revealed that graph
query languages and usability are considered as some of the top
challenges for graph processing. Although considerable efforts have
been invested toward efficient and scalable processing of graph-
s [15, 43], the above issues have received relatively lesser attention
from the data management community for decades.

Fortunately, graphs are more intuitive to draw than to compose
them in textual format. Hence, a common starting point for address-
ing these challenges is the deployment of a visual query interface
(VQI) that can enable an end user to draw a graph query inter-
actively instead of formulating it textually using a graph query
language. Indeed, several industrial graph querying frameworks in
a variety of domains provide such interfaces [2–4, 6]. These VQIs
typically utilize direct-manipulation interfaces that are appealing
to “novices as they can learn basic functionality quickly, are easy to
remember for intermittent users by retaining operational concepts,
and can be rapid for frequent users” [42]. Interestingly, majority
of these VQIs do not expose interfaces to formulate queries us-
ing a graph query language, highlighting the reluctance of many
domain-specific end users to use such programming languages.
Given that query formulation precedes query processing, VQIs nat-
urally facilitate democratization of graph querying frameworks
by empowering end users with no programming background to
formulate subgraph queries and thereby exploit powerful graph
query processing engines for their tasks. Indeed, a powerful query
processor has no practical usage to an end user if he/she fails to
formulate subgraph queries to express his/her search goals!

The construction of existing VQIs is typically performed by pro-
grammers manually coding various interface features based on
domain knowledge that may be provided by domain experts. Such
endeavour, however, is labour-intensive and may demand a com-
prehensive knowledge of different topological structures in the
underlying graph data for superior VQI design [24, 48]. Further-
more, these VQIs lack of portability across different graph data
sources and applications as several components of a VQI need to be
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Table 1: Tutorial overview.

Topic Approx. time (min) Representative papers Demo Code
Introduction 5 - No -
Usability of manual VQI 15 [2–4, 6, 16, 20, 21, 26, 38, 47] Yes ([6, 26]) -
The concept of data-driven VQI 10 [7, 10] No -
Data-driven construction of VQIs 30 [12, 24, 45, 48, 51] Yes ([12, 49, 51]) https://github.com/MIDAS2020/CATAPULT
Data-driven maintenance of VQIs 10 [25] Yes ([12]) https://github.com/MIDAS2020/Midas
Future research direction 15 - No -

reconstructed due to their data dependency [10]. The maintenance
of these components as the underlying data source evolves becomes
challenging as well [25]. Given that industrial and academic entities
will continue to generate disparate graph data sources for different
applications, a data-driven approach to VQI generation and mainte-
nance is paramount. Such a data-driven paradigm gives end users
the freedom to easily and quickly construct and maintain a VQI
for any data sources without resorting to coding. This has recently
paved the way for research in data-driven construction and main-
tenance of visual graph query interfaces [10, 12, 24, 25, 45, 48, 51].

This tutorial gives a comprehensive introduction to the topic of
data-driven visual graph query interface management. A hallmark
of this tutorial is to emphasize research efforts that aim to bridge
three traditionally orthogonal topics or fields, namely, graph query-
ing, human computer interaction (HCI), and cognitive psychology.
Specifically, a key component we cover is the review of techniques
and strategies that make data-driven visual graph query interface
construction and maintenance grounded on the principles of HCI
and cognitive psychology to augment usability of graph querying
frameworks. An overview of the scope of the tutorial is as follows.

• Usability of manual VQI:We begin by reviewing different
features of existing manually-constructed VQIs and analyze
their usability. Specifically, we emphasize them from three
dimensions that influence usability criteria, namely search
paradigm, maintainability, and aesthetics.

• Data-driven VQI: We give an overview of the notion of
data-driven VQI and compare it with its manual counter-
part based on the aforementioned features, highlighting its
strengths w.r.t usability and portability. Then we articulate
the challenges to realize it.

• Data-driven construction of a VQI: In this part, we re-
view HCI- and cognitive psychology-aware techniques for
constructing a VQI automatically from a given data source.
Specifically, we present techniques that are designed to han-
dle a large collection of small- or medium-sized data graphs
(e.g., chemical compounds) and large networks (e.g., biologi-
cal networks, social networks).

• Data-driven maintenance of a VQI: We review a tech-
nique proposed in the literature to automatically maintain
the relevant components of a data-driven VQI as the under-
lying data graphs evolve. Specifically, we highlight efforts to
make such maintenance cognitive psychology-conscious.

• Future research directions: Finally, we discuss open prob-
lems on the topic of data-driven VQI management. We dis-
cuss how the data-driven paradigm on graphs paves the
way for similar research endeavour on other data types (e.g.,

time series). Lastly, we highlight the usefulness of the tech-
niques presented here in addressing problems beyond VQI
construction (e.g., graph summarization).

Table 1 shows the approximate duration of each of the above
topics for a 90-min tutorial. A detailed treatment of these topics
appear in [7].

2 TUTORIAL OUTLINE

Our presentation follows a top-down approach, starting from the
usability of existing manual visual graph query interfaces (VQIs),
proceeding to the introduction of the notion of data-driven VQI and
its potential to enhance usability, construction and maintenance of
a data-driven VQI, and concluding with future research directions
in this arena. Table 1 shows the key papers we discuss. Additionally,
a key feature of our tutorial is the live demonstrations of various
academic and industrial VQIs related to the aforementioned topics
as highlighted in the fourth column. We also make the codebase
available for selected data-driven VQI frameworks.

2.1 Usability of Manual Visual Query Interfaces

Visual query interfaces for graph-structured data (VQI) have been
used in academia and industry for more than a decade [2–4, 6, 16, 20,
21, 26, 27, 30, 38, 39, 47]. The key components in majority of these
VQIs are the Attribute Panel, Query Panel, Pattern Panel, and Results
Panel. The Attribute and Pattern panels are optional components
containing attributes of nodes or edges and small connected graphs,
respectively. The Query Panel is used by a user to draw a query and
the Results Panel is for visualizing the query results. The details of
visual design and the contents of some of these components are
created manually by “hard coding” them during implementation of
a VQI. We refer to these VQIs collectively as manual VQIs. These
interfaces enable an end user to visually formulate a variety of graph
queries (e.g., subgraph matching, subgraph similarity, subgraph
enumeration). A common thread across all these different query
types is the visual construction of a graph topology.

We begin our tutorial by analyzing manual VQIs w.r.t their us-
ability. Usability is a quality attribute that assesses how easy user
interfaces are to use [8]. Specifically, it refers to the “quality of the
interaction in terms of parameters such as time taken to perform tasks,
number of errors made, and the time taken to become a competent
user’’ [8]. To this end, we first compare these VQIs w.r.t search
paradigm, maintainability, and aesthetics as they influence various
criteria of usability. We elaborate on them in turn.

Search paradigms. Typically, an end user follows a top-down or
bottom-up visual search paradigm for formulating queries. The for-
mer refers to searching graph data based on a user’s intuition of
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how the desired query should look like in theory (i.e., translating a
graph topology “in-the-head” to a visual query). One is expected
to possess a precise knowledge about the attributes in the underly-
ing graph repository as well as topologies-of-interest to formulate
meaningful queries. The latter refers to search when a user does not
have an upfront knowledge of the complete query structure. That
is, she may have some concepts or keywords in-the-head but is
unaware of how they form a connected query graph structure that
may result in a meaningful query. Hence, she may get acquainted
to the key substructures that exist in the dataset through represen-
tative objects to galvanize query formulation. Clearly, any superior
VQI should facilitate both these search paradigms. In particular,
support for bottom-up search is paramount as a large network looks
like a “hairball” on a visual interface and hence it is cognitively
challenging to browse it to figure out which topological patterns
one can use to trigger a query formulation task. Even for a database
of small- or medium-sized data graphs, it is tedious to manually
browse thousands of data graphs to seek for topologies of interest
to kick-start a search. Although all existing manual VQIs support
top-down search, very few [3, 4, 6, 26] provide functionalities to
support effective bottom-up search. Particularly, a Pattern Panel
containing patterns is exposed to an end user as representative
objects to kick-start query formulation. Intuitively, a pattern is a
small connected subgraph (e.g., benzene ring, triangle, rectangle)
occurring in the underlying data graphs that one can utilize to
visually construct a query graph in pattern-at-a-time mode.

Maintainability of a VQI. A majority of real-world graphs are
dynamic in nature. For example, a study [52] reported that approx-
imately 4,000 new structures were added daily to the SCI finder
database (www.cas.org/products/scifinder). New compounds are al-
so added to PubChem (pubchemdocs.ncbi.nlm.nih.gov/submissions-
getting-started) and Drugbank (dev.drugbank.com/guides/faqs) dai-
ly. Similarly, large networks such as coauthorship networks (e.g.,
DBLP) and social networks (e.g., Twitter) evolve with time. We
observe that all existing manual VQIs exhibit poor and inefficient
maintainability with the evolution of underlying data graphs. Con-
sequently, contents of various components of a VQI (e.g., Pattern
Panel) may grow stale quickly over time, adversely impacting visual
query formulation [25].

Aesthetics. Lastly, people prefer attractive interfaces [18]. The
visual appearance of a VQI (i.e., aesthetics) impacts its usability as
it influences the way users interact with it (i.e., aesthetic-usability
effect [1]. Specifically, the characteristics (e.g., size, color) of vari-
ous panels in a VQI influence its complexity. A visual pattern can
be considered complex if its components are difficult to identi-
fy and separate from each other [37]. Several studies in HCI and
psychology have found a strong relationship between aesthetic
preferences and visual complexity [9, 40]. According to Berlyne’s
aesthetic theory [9], the relationship between them follows an in-
verted U-shaped curve where stimuli of a moderate degree of visual
complexity is considered pleasant but both less and more complex
stimuli are considered unpleasant. We report that several existing
VQIs (e.g., [6]) suffer from poor aesthetics. In particular, we ob-
serve that supporting the aforementioned search paradigms and
query formulation-friendly functionalities may adversely impact
aesthetics and visual complexity if VQIs are not designed carefully.

Usability criteria. The aforementioned three features impact sev-
eral of the following criteria for usability [19]:

• Learnability: By which new users can interact effectively and
achieve maximal performance;

• Flexibility: Multiple ways a user and the system exchange
information;

• Robustness: The level of support provided to a user in deter-
mining successful achievement and assessment of goals;

• Efficiency: Once a user learns about a system, the speed with
which he/she can perform tasks;

• Memorability: How easily a user will remember a system’s
functions, after not using it for a period;

• Errors: It is about the number of errors made by users, their
severity, and whether they can recover from them easily;

• Satisfaction: How enjoyable and pleasant is it to work with
the system?

Specifically, search paradigms influence flexibility, robustness, ef-
ficiency, errors, and satisfaction. Maintainability impacts efficiency
and robustness whereas aesthetics contributes to satisfaction. For
instance, exposing patterns in a Pattern Panel and maintaining them
enable end users to formulate queries efficiently in multiple ways
(pattern-at-a-time as well as edge-at-a-time modes) [24, 25, 48] and
may reduce errors compared to visual formulation without the
aid of such patterns. Furthermore, facilitating both top-down and
bottom-up search by exploiting the Pattern and Attribute Panels
potentially increase user satisfaction. In particular, HCI research
shows that users may become frustrated if a large number of small
atomic actions (e.g., repeated edge construction) is necessary to ac-
complish a higher-level task (e.g., subgraph query formulation) [42].
Naturally, patterns may ease such frustration.

A key point of our discussion is the emphasis on the fact that de-
spite decades of research by theHCI community related to usability
and human factors, many of the manual VQIs for graph querying
are oblivious to these results.

2.2 Data-driven Visual Query Interfaces

The aforementioned manual VQIs adversely impact various usabili-
ty criteria such as flexibility, robustness, efficiency, and satisfaction.
Specifically, they do not provide sufficient features to aid flexible and
efficient visual query formulation, and are static in nature when the
underlying graph repository evolves [10]. Furthermore, the manual
construction of a VQI limits its portability across different domains
and sources as one has to reimplement and customize the VQI for
each one of them [10]. Next, we introduce the notion of data-driven
VQI [10, 12, 51] that is recently proposed to alleviate these lim-
itations, highlight its features and advantages in comparison to
manual VQIs, and challenges to realize it.

A data-driven VQI takes a fundamentally different approach in
VQI construction. Given a graph repository 𝐷 and a certain budget,
it automatically populates and maintains various panels of a VQI
from 𝐷 consistent with the budget. Observe that in a VQI the con-
tents of the Query and Result Panels are dependent on users and
user-specified queries, respectively. On the other hand, contents
of the Attribute and Pattern Panels hinge on 𝐷 . Hence, data-driven
VQIs automatically populate the contents of these two panels from
𝐷 to aid visual query formulation. These contents influence several
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usability criteria (e.g., efficiency, flexibility, satisfaction). Conse-
quently, such a data-driven paradigm brings in several benefits
such as superior support for visual subgraph query construction,
significant reduction in the cost of constructing and maintaining
a VQI, and portability of a VQI across diverse graph data source
and querying applications [24, 25, 45, 48]. We believe that as the
number of graph data sources grows with time, data-driven VQIs
will offer sufficient benefits to developers and end users of graph
repositories by making generation of usable VQIs effortless.

2.3 Construction of Data-driven VQIs

Next, we focus on frameworks for constructing data-driven VQIs
from graph repositories [24, 45, 48, 51]. Observe that attributes and
patterns are the building blocks of a VQI. Hence, we review auto-
matic content generation techniques for the Attribute and Pattern
Panels. Although the set of labels of nodes/edges for populating an
Attribute Panel can be easily generated by traversing the underlying
graph repository, automatically generating the patterns of a Pattern
Panel is an NP-hard problem [24]. Hence, in the sequel, we focus
on this. We begin by classifying the patterns into two categories,
basic and canned. Next, we summarize the desirable characteristics
of canned patterns [24, 48]. Then, we group the review of data-
driven selection of canned patterns into two categories. Finally,
we summarize the usability evaluation reported in the literature
that highlights the superiority of data-driven VQIs to manual VQIs
primarily due to the exposition of diverse canned patterns by the
former.

Basic and canned patterns. Intuitively, we can classify the pat-
terns in a Pattern Panel into two types, basic and canned. A basic
(a.k.a default) pattern is a small-size pattern with size at most 𝑧
(typically, 𝑧 ≤ 3) such as edge, 2-edge, and triangle. End users are
typically aware of these generic topologies as they are either build-
ing blocks of any graph-structured data or they are well-known in a
specific domain. On the other hand, a canned pattern is a subgraph
of size larger than 𝑧. These larger size patterns are highly desirable
as they often reveal structures that are unique to the underlying
graph data source, thereby furnishing representative objects to end
users to trigger efficient visual graph query formulation even when
they may not have a specific pattern-in-their-head. Hence, in the
sequel we focus on canned patterns.

Cognitive psychology-aware canned patterns. Typically, a VQI
has limited space for displaying patterns. Furthermore, a long list
of patterns may increase browsing time of end users for pattern
selection during visual query formulation. Indeed, several industrial
VQIs [3, 4, 6] only display a handful of patterns. In particular, recent
research [24, 25, 48] proposed that any canned pattern set for a VQI
should satisfy the following characteristics in order to assist end
users in visual query formulation.

High coverage. A canned pattern 𝑝 covers a graph 𝐺 if 𝐺 con-
tains a subgraph 𝑠 that is isomorphic to 𝑝 . Since 𝑝 may have many
embeddings in 𝐺 , the canned pattern set in a Pattern Panel should
ideally cover as large portion of𝐺 as possible. Then a large number
of subgraph queries on the underlying graph repository can be
constructed by utilizing the pattern set.

High diversity. High coverage of canned patterns is insufficient
to facilitate efficient visual query formulations [24]. In order to

make efficient use of the limited display space in a VQI, the patterns
in a Pattern Panel should be structurally diverse to serve a variety
of queries. This also facilitates bottom-up search where a user gets
a bird’s-eye view of the diverse substructures in the underlying
graph repository. For instance, the canned patterns in [3] have low
diversity and hence not a superior enabler of bottom-up search.

Low cognitive load. In cognitive psychology, cognitive load refers
to the used amount of working memory resources (i.e., memory
demand) [44]. In particular, intrinsic cognitive load is the effort asso-
ciated with a specific topic (e.g., selecting patterns) and extraneous
cognitive load refers to the way information or tasks are presented
to a learner (e.g., presentation of patterns in a VQI) [44]. In the
context of visual query formulation, cognitive load on a user is
associated with browsing a pattern set and visually interpreting a
displayed pattern’s edge relationships to determine if it is useful for
a query. In particular, large graphs overload the human perception
and cognitive systems, resulting in poor performance of tasks such
as identifying edge relationships [23, 50]. Consequently, a topo-
logically complex pattern may demand substantial cognitive effort
(i.e., increase intrinsic cognitive load) from an end user to decide
if it can assist in her query formulation [24]. While basic patterns
impose low cognitive load due to their small size, it is desirable
for canned patterns to be of low cognitive load as well to facilitate
cognitively-efficient browsing and selection of relevant patterns
during query formulation.

We review measures proposed in the literature [24, 48] to quan-
tify coverage, diversity, and cognitive load of canned patterns and
summarize their properties.

Canned pattern selection for a set of small- or medium-sized

data graphs. Recent work [24, 45] have proposed novel framework-
s for selecting canned patterns for a graph database containing a
large collection of small- or medium-sized graphs (e.g., chemical
compounds, protein structures). We review them in this section.

The Catapult framework [24] comprises of the following three
steps. First, it partitions a collection of data graphs into a set of
clusters. Then, it summarizes each cluster into a cluster summary
graph (CSG) by performing graph closure iteratively on pairs of
data graphs in the cluster. A closure graph [22] integrates graphs
of varying sizes into a single graph by inserting dummy vertices
or edges with a special label such that every vertex and edge is
represented in it. Finally, it follows a greedy iterative approach
based on weighted random walks for selecting the canned patterns
fromCSGs based on the aforementioned characteristics. Specifically,
it exploits a pattern score that incorporates coverage, diversity, and
cognitive load to associate a score to each candidate pattern. The
candidate pattern with the largest pattern score and is within a
user-specified size range (i.e., budget) is greedily selected as the
best pattern to be added to the canned pattern set of a Pattern Panel.
The selection process continues until either the required number (a
user-defined value in the budget) of canned patterns are discovered
or when no new pattern can be found.

Tzanikos et al. [45] propose a novel modular architecture to
address this problem by dividing it into independent tasks that can
be optimized and adapted as needed. For a given graph database,
first the similarity score between the graphs is computed. Then this
score is used to partition the graphs into clusters, which are then



merged into one continuous graph. Finally, the continuous graph is
used to extract the canned patterns. The architectural innovation
here is that each of these modules can utilize customized solutions
and current state-of-art techniques for superior performance.

These frameworks are query log-oblivious primarily due to the
lack of publicly-available log data for graph databases.

Canned pattern selection for large networks. The aforemen-
tioned techniques for selecting canned patterns from a collection
of small- or medium-sized data graphs cannot be utilized for large
networks as the clustering-based approach is prohibitively expen-
sive [48]. Herewe review a framework called tattoo [48] to address
this problem for large networks. Given a large network 𝐺 and a
user-specified budget 𝑏 on the number of canned patterns to display
and their minimum and maximum permissible sizes, the goal is
to automatically select canned patterns for the Pattern Panel from
𝐺 that satisfy 𝑏. It exploits a recent analysis of real-world query
logs [14] to classify topologies of canned patterns into categories
that are consistent with the topologies of real-world queries (e.g.,
star, chain, petals, flower). Such classification enables it to bypass
the stumbling block of the lack of availability of query logs but yet
exploit topological characteristics of real-world queries to guide the
selection process. Since real-world query logs contain triangle-like
and non-triangle-like substructures, it first decomposes the input
network into a dense truss-infested region (𝐺𝑇 ) and a sparse truss-
oblivious region (𝐺𝑂 ) by leveraging the notion of 𝑘-truss [46]. Then
candidate patterns from 𝐺𝑇 and 𝐺𝑂 are discovered based on the
classified topologies to identify potentially useful patterns. Lastly,
canned patterns are selected from these candidates for display on a
VQI based on a novel pattern set score that is sensitive to coverage,
diversity, and cognitive load of patterns. Specifically, the selection
algorithm guarantees 1

𝑒 -approximation.

Usability results. Lastly, we summarize usability evaluations of
data-driven VQIs w.r.t its manual counterparts. We discuss it from t-
wo dimensions, performance measures and preference measures. The
former types are quantifiable measures (i.e., can be communicated
with numbers) whereas the latter ones give an indication of a “user’s
opinion about the interface which is not directly observable” [32]
(through questionnaires and interviews). Data-driven VQIs are re-
ported [24, 48] to be more efficient (lesser query formulation time
and number of steps) compared to several industrial-strength man-
ual VQIs. It is also reported to provide a superior experience (pref-
erence measures). Hence, they typically outperform manual VQIs
in several usability criteria such as efficiency, errors, satisfaction,
and flexibility (Section 2.1). Note that these usability evaluations in
existing literature are conducted on a small number of end users.

2.4 Data-driven Maintenance of VQIs

Given that the maintenance of node/edge labels in an Attribute
Panel is straightforward, recent work have focused on maintaining
the canned patterns in a Pattern Panel as the underlying graph
repository 𝐷 evolves in order to continuously support efficient
visual query formulation. In this part, we review a framework to
address the canned pattern maintenance problem [25] for a large
collection of small- or medium-sized data graphs.

The straightforward approach of selecting canned patterns re-
peatedly using aforementioned frameworks as 𝐷 evolves to main-
tain the pattern set can be extremely inefficient [25]. Midas [25]
addresses this limitation with an effective and efficient canned pat-
tern maintenance technique that is built on top of Catapult [24].
Specifically, it seeks to update the existing canned patterns in a VQI
such that the updated set continues to have high coverage, high
diversity, and low cognitive load. In particular,Midas guarantees
that the quality of the updated pattern set is at least the same or
better than the original canned patterns.

Midas [25] maintains the canned patterns based on batch up-
dates instead of unit updates. This is because (a) unit update involves
a single data graph and is unlikely to impact the set of canned pat-
terns in a VQI and (b) several real-world databases of small- or
medium-sized data graphs are updated periodically (e.g., daily). In
particular, it exploits the degree of changes to graphlet frequency
distribution in 𝐷 to selectively maintain the pattern set. It also re-
places frequent subtrees with frequent closed trees (FCT) [13] as
feature vectors for clustering in Catapult. As FCT displays closure
property, it paves the way for efficient maintenance of the clusters.

First, Midas assigns all newly added graphs to existing clusters
of 𝐷 and removes all graphs marked for deletion. Then, it calculates
graphlet frequency distributions for 𝐷 and the updated version
of 𝐷 . Next, it performs FCT maintenance by first retrieving the
existing FCTs and changes to 𝐷 and then maintaining them due
to these changes. The modified clusters and CSGs are maintained
after that. Midas computes the Euclidean distance between the
graphlet distributions of 𝐷 and updated 𝐷 to determine the type of
modification and corresponding action. For major modification, it
generates candidates patterns from CSGs of newly-generated and
modified clusters. The existing canned patterns are then updated
using a multi-scan swapping strategy that guarantees progressive
gain of coverage without sacrificing diversity and cognitive load. To
this end, it leverages on a coverage-based pruning strategy and two
indices to facilitate pruning of unpromising candidate patterns for
selecting new canned patterns. In the case of minor modification,
no pattern maintenance is required. Only the underlying clusters
and CSGs are maintained to ensure that they are consistent with
the updated 𝐷 .

Usability results. We review the usability study reported in [25].
Specifically, Midas can reduce the number of formulation steps
and query formulation time compared to manual VQIs, thereby
positively impacting several aforementioned usability criteria.

2.5 Future Directions

While good progress has already been made, the research on data-
driven visual query interfaces has just begun, and there are many
opportunities for continued research. The final part of the tutorial
presents open problems (non-exhaustive list) in this area. Some
of these topics were introduced by a vision paper [10]. Our grand
vision is a pervasive desire to continue stimulating our shift in
our traditional thinking by shifting the generation of visual query
interfaces from manual to data-driven mode.



Data-driven VQI maintenance for large networks. The research
on maintenance of canned pattern set with the evolution of under-
lying graph repository is still in its nascent stage. Efficient mainte-
nance of VQIs for large networks is still an open problem. Note that
a solution to this needs a rethink as the evolution characteristics
of large networks differ fundamentally from a collection of data
graphs. In the latter case, the repositories are typically updated
periodically whereas large networks often evolve continuously.

Data-driven VQIs for massive networks. All research related to
data-driven visual query interface construction and maintenance
have focused either on a large set of small or medium-sized data
graphs or on networks with millions of nodes. Both these types
of data are assumed to reside in a single commodity machine. A
natural extension to this paradigm is to support similar problems
on massive graphs which demands a distributed framework and
novel construction and maintenance algorithms built on top of it.

Towards aesthetics-aware data-driven VQIs. An issue that is
paramount to an end user but widely ignored by the data man-
agement community is the aesthetics of a VQI layout. In fact, as
mentioned in Section 2.1, it is one of the usability criteria. Many
HCI studies have asserted a strong link between visual complexity
and aesthetics [9, 34] and have attempted to measure aesthetics
automatically [31, 35, 40]. The work in [33, 35] proposed an array
of aesthetic metrics to quantify visual complexity such as visual
clutter, color variability, contour congestion, and layout quality.
Note that visual complexity impacts cognitive load on end users.

The key components that influence visual complexity in a VQI
are the Attribute, Pattern, and Results Panels. Manual VQIs work
out all the aesthetic issues associated with these panels manually
resulting in designs that may not always be aesthetically pleas-
ing (e.g., [6]). Although cognitive load has been considered for
canned pattern selection and maintenance in existing work on data-
driven VQIs, it is only exploited at selecting individual patterns. The
cognitive load imposed by the layout choices of canned patterns
and node/edge attribute labels in a VQI has not been explored yet.
Furthermore, aesthetically-pleasing and cognitive load-aware pre-
sentation of query results in a Results Panel is largely unexplored.
If a result subgraph containing matches to a user query looks like a
hairball in a Results Panel then it is hard for an end user to explore
it and gain insights from it. In summary, the layouts of existing
visual query interfaces are not automatically generated by consid-
ering various aesthetic metrics and their impact on cognitive load
of end users. Hence, how can we extend data-driven VQI construction
techniques to be aesthetics-aware? Note that the data-driven visual
layout design problem can be reformulated as an optimization prob-
lem where the goal is to find an “optimal” layout that minimizes
query formulation task complexity and visual complexity/cognitive
load (measured using aesthetics metrics) of the interface.

BeyondGraphs.While this tutorial focuses on data-driven VQIs for
graphs, it is easy to see that this paradigm is potentially relevant for
other data types where visual querying is prevalent. For example,
there are several efforts toward sketch-based querying of time series
(i.e., data series) data [17, 29, 36]. Finding patterns of interest in a
large collection of such time series data during query formulation
can be time-consuming. Hence, a data-driven sketch-based query

interface construction framework may potentially mitigate this
challenge.

Beyond VQIs. Lastly, the canned pattern selection and maintenance
algorithms reviewed in this tutorial have potential use cases be-
yond data-driven VQIs. For example, given that these patterns have
high coverage and diversity, and low cognitive load, they can be
potentially useful for efficiently generating graph summaries that
are visualization-friendly [28]. Due to cognitive load-conciousness
of these patterns in contrast to topological summaries generated
by classical graph summarization techniques, they are potentially
more palatable to end users.

3 HISTORY OF THE TUTORIAL

To the best of our knowledge, this tutorial has not been presented
in any major database or HCI conference. In particular, the tutorial
on graph data management and HCI in [11] primarily focuses on
visual graph query processing and results exploration. That is, it
assumes a VQI (manual or data-driven) is available for subgraph
query formulation. Our tutorial is orthogonal to this effort as we
focus on a comprehensive review of the data-driven paradigm of
VQI construction and maintenance.
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